**CSA0961-JAVA**

**PRACTICE- 7.2**

Java Fundamentals 7-2:

Parameters and Overloading Methods Practice Activities Lesson Objectives:

• Use access modifiers

• Pass objects to methods

• Return objects from methods

• Use variable argument methods

• Overload constructors

• Overload methods

• Write a class with specified arrays, constructors, and methods

Try It/Solve It:

1. Create a segment of code that initializes a public class Fish. Let the class contain a String typeOfFish, and an integer friendliness. Do not set values to these variables yet. These are instance variables and will be set inside the class constructors.

Program:

package dffg;

public class Fish {

private String typeOfFish;

private int friendliness;

public Fish() {

}

public Fish(String typeOfFish, int friendliness) {

this.typeOfFish = typeOfFish;

this.friendliness = friendliness;

}

public String getTypeOfFish() {

return typeOfFish;

}

public void setTypeOfFish(String typeOfFish) {

this.typeOfFish = typeOfFish;

}

public int getFriendliness() {

return friendliness;

}

public void setFriendliness(int friendliness) {

this.friendliness = friendliness;

}

public static void main(String[] args) {

Fish fish1 = new Fish();

fish1.setTypeOfFish("Goldfish");

fish1.setFriendliness(8);

Fish fish2 = new Fish("Betta", 5);

System.*out*.println("Fish 1: " + fish1.getTypeOfFish() + ", Friendliness: " + fish1.getFriendliness());

System.*out*.println("Fish 2: " + fish2.getTypeOfFish() + ", Friendliness: " + fish2.getFriendliness());

}

}

Output:
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1. Create a public constructor (a method with the same name as the class) inside the class Fish. This constructor should take in no arguments. Inside the constructor, set typeOfFish to “Unknown” and friendliness to 3, which we are assuming is the generic friendliness of fish.

Program:

package nnn;

public class Fish {

private String typeOfFish;

private int friendliness;

public Fish() {

this.typeOfFish = "Unknown";

this.friendliness = 3;

}

public Fish(String typeOfFish, int friendliness) {

this.typeOfFish = typeOfFish;

this.friendliness = friendliness;

}

public String getTypeOfFish() {

return typeOfFish;

}

public void setTypeOfFish(String typeOfFish) {

this.typeOfFish = typeOfFish;

}

public int getFriendliness() {

return friendliness;

}

public void setFriendliness(int friendliness) {

this.friendliness = friendliness;

}

public static void main(String[] args) {

Fish fish1 = new Fish();

Fish fish2 = new Fish("Betta", 5);

System.*out*.println("Fish 1: " + fish1.getTypeOfFish() + ", Friendliness: " + fish1.getFriendliness());

System.*out*.println("Fish 2: " + fish2.getTypeOfFish() + ", Friendliness: " + fish2.getFriendliness());

}

}

Output:

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

1. Create another public constructor inside the class Fish. Have this constructor take in a string t and an integer f. Let typeOfFish equal t, and friendliness equal f.

Program:

package nnn;

public class Fish {

private String typeOfFish;

private int friendliness;

public Fish() {

this.typeOfFish = "Unknown";

this.friendliness = 3;

}

public Fish(String typeOfFish, int friendliness) {

this.typeOfFish = typeOfFish;

this.friendliness = friendliness;

}

public Fish(String t, int f) {

this.typeOfFish = t;

this.friendliness = f;

}

public String getTypeOfFish() {

return typeOfFish;

}

public void setTypeOfFish(String typeOfFish) {

this.typeOfFish = typeOfFish;

}

public int getFriendliness() {

return friendliness;

}

public void setFriendliness(int friendliness) {

this.friendliness = friendliness;

}

public static void main(String[] args) {

Fish fish1 = new Fish();

Fish fish2 = new Fish("Betta", 5);

Fish fish3 = new Fish("Guppy", 7);

System.*out*.println("Fish 1: " + fish1.getTypeOfFish() + ", Friendliness: " + fish1.getFriendliness());

System.*out*.println("Fish 2: " + fish2.getTypeOfFish() + ", Friendliness: " + fish2.getFriendliness());

System.*out*.println("Fish 3: " + fish3.getTypeOfFish() + ", Friendliness: " + fish3.getFriendliness());

}

}

Output:

![A screenshot of a computer

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAV0AAABiCAYAAADz0wB7AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAA0/SURBVHhe7Z27biM5FoaP9wk66gcYSL1Aw9EEG8jxzEJy0huMU2fSbmQlzhx25kSOZq2onXoTJ7aA7dgKNzIaGEuYB+io30DLw4tULJUoVonFuvj/gEK3SnQVySL/OjykeI5WgsViQe/fv6ck379/3zoH3hhfx/Tu8ZR+TH7RJ9z8+fuv9E/6N/33Xz/pMxnkvGad+Dp+R9d//Z+zfD5p2gKX9fH0B4V/lH/S77/+TH9clnHtUBTP41/0vwBs88uE/kO/0bvxV31iNyy4P/9x6Sc2X8Q1370jj8uCOsIvTvH8fvuiPwfnJ/r7P/5GXx7r3ECK5xGWLgCewNIFIYDoAgBARJyiO5/P9ScAAAAhcIput9vVnwAAAIQAE2kAABARiC4AAEQEogsAABGB6AIAQERKEd3lzQkdHR3R0Wimz+RhSTcnRf+2+ci6O7kRtQAO5bB2WJzZKHXP2UjlwxyO/FSVZxAPf9FNNxxzOBpH72M9Vj+U3pCXN3Qirr91eVlnJ3QDBfWjQBvzofJ22L+l1WoljgVNevrcHurSd6Kw9dzb3WdyWrpDepKNJ3Hc9vV3GzoXz/K754uOPlMRWgzP6cq7sYOq8WtjPtSmHeagiXk+mPVLSR2LCdG4217hbbFPd0aj7j2dLbgBY70xAE2hc3ElXr1z+rbQJ1pGWNH19V1tDSdGQiK3WbsF+Mjt5+zT7eqZfA0Gc6+T0l6vylfN189VLm2tb4Zc/texvucj8Ty2/I4J5N/J6xXMc5lw25H3Fy/VRNmsohRth1a6HGVPXWcw1efzsDfPxfOTWf50mqw+6JNGYPLDeQvC8pVe9H/bSFjR9fFdsYiIVjl82gwnVqtbIZEppgPq3p/RQn7/RMP5mM5DPdQKmY+71P12pcu9p1xcV90xzYdPIq39Atl3He4I3fFxYqgu0og6tTrgy+t2hxUsvs2Jjj+QuV2uPMdA3L97NCBROJmnhWhs00FCEHzaIQuKvISjfgR7yy6v80ITMaJSaVb0NNTf5cHT7+uXnz3l8umDvv20BGbXos33JnQZ42YVkFN0pzSw3nwF3m6Lb2Lg0KO98wSi0hfPF7rj9+mTaMjzEscb0XxpXK61j9JRrqTgZvk0ndeZ0fV4LjpMspMIy5/VYPpZWszdj4mezfdKWNKvwsywJnJ88xwEvzbGYmCy1Dk9Ey3qhV69m6KwGj9PRbEurfq5ZLWbPtjWnLPs5jp33iOqg/HKz55y+fRB334qCNJ3Elb1YNqjyZ3p++3j4Im03BXdvxRv8jmNu1zBDmd5wtJqFT7lYkvOJbiM6zqzByFdGR2m+1GcVb6yzodj7q3E3XX5eC/Ozun+ccfDiPosfNrYkD4lq6VzQc85XElCUYiNebYak+LeFS+qLVxlXz7SvRwUxKsd97PwLJdPH/Ttp6FITqYtzuhe3DeYu6JmVDCR1qGLZ65cHkZFfKhNgq0ZaZUOymt4UoCVdSiMGpo8TUiorrCVVMeNKiQVYQ+dzRFnCF0m+8vl0wcr7KfiJXrFFrxsj+2jAtE1pB7qte1LaxSdDyTsRnpJjW+XPE4X3xTSL/HmZ18lWy1Z8yBOEhathRwyaitR55ldEQ8vZ3TaPyVhX5Aydv2Glc2lS+xdmT4c2OYyn7uozyITaUHIWy6fPtiifloTKhRdg7Ksql4MftgMrPatja8T/kDlV7X9a/lgX5kyeDN+eOFCWwrW5JL432iQ9PdxB53T/flnejk7FV2rQ6dnRGP+XPBFIVdEFK7DmHBZWZ0G+V9oFvq5ry0yXlExoMo0t3C5fPrg7jTBVy/MRnIFyPCqnX7doKK7WcrSJelG4llT+XkzLNmkMceAXiaLUiawjAi48hOK/i3PWicngcKUq3/LFgZnPZ/w7s9Ph6RbV9TL2ak6JyekxIl576OQ5PyYyTn75RMfn3bILzS16sHUjz5yqrB8PsSrKfjv1YoKvm6SfP3isLbqUy6fPlhNP9WHXn2xazqj6WATcxAQbemxT3q98gQAkKQG7gXQFpY3n+XQuq3DQgBCANEFhyPX+fLSJJI/EmjrsBCAEMC9AAAAEYGlCwAAEYHoAgBARCC6AAAQEYguAABEpBTRXS+sLvRzH7VvaLG/BW3gsPZTHMQ2AzHwF910AzSHo5HVIc5T+tcu5fQJ/aJI3IePwj+L1EuwnHn1SROLAm3Dh8rbj+cet0nq0OajseO516JN1piclm6zYqSx4A6INwDXeX0ayp9HltYo5Gbj+l4q0FMD9iEIBWKbNS3PYdh+7lin7abVPl3ef8Dq+HKPUDp8dykfOqfEe4+Ut9k3AKCJhBVdXx/Y1rCkjBhp+TD3Kt0yddTRury8gbn4bG9aourIJ43Bqj8+qhz3cbkR22yTro2xzYAXYUXXxwfGvkif2EvTMmKkRdxGcnZN43mPJslAT9wZHPGrzBCVXRNcfVl15JNGIu51TneJ79S9Ku1giG2m0+7Kz55y+fQd3/4VDDu8UtZ7AtjkFN1mx0ibjXiv0956K8MkQXxy3ElM3YiGb8fO8oxfFQohBnZZwtThbhDbzEkbY5utXzjqMFtKwnJ2c/BEWu4HVlGMNDmpJoaPpXa05ESasFSOOVbV+tWvrGyvuFyBSK/c4PKXB2KbOWlrbLMEnYs7ae23NcxOKCqYSIsfe4l9V0pwy9mEOZtsC8we9pkj/PBPvWRsISw0fK4hseowNvvL5dN34vevDWpjfOCmAtE1RIq9NBspi0FYofEEN4tAcbm80HG6hp8aL0Q2iG2m8Ok7kfqXha7DwKPUtlGh6BpKnNySkxOiFbhCmWvCz+SmY6TliF+lRcHZCZ1pVCcWqrIe5hn3ShbGDVF/Xxxim9n49J3daUK3eTVnIkZXe/raWyeo6G6WxNQhRpqanJAkJ7j0Ucosq3UfNUufLBdPXPjF5erTLa9OsK6XXvbjSiOsnDvxnVwtoL77/HGxFbvLgNhm6lml6ydfe357sc3S91I/RGq+m6dssIk5ECC2GQCxqIF7AVQNYpsBEA+I7ltGb5qD2GYAxAPuBQAAiAgsXQAAiAhEFwAAIgLRBQCAiEB0AQAgIqWI7nrRdKFfICwRI+2Nc1j7KY78ZV7ynvyLRr3wf19+qsozaB7+optugOZwNLLK40Vt5bnsjT/0CyNxzzfRBwu0DR8qbz+ee+UmqTzP0bA3o08fePfsJqelu719X51jpG3v98lhy0oSXrnmtUtjmuiN19Xx6SF71/724dc2fKhN+8lBE/N8GH26TT5rc8it7Pz2832rvCmfbufiSkjDnMLv4y0s3PMxzTN+Rtu/xW/RwVtB73cyvIq3OXwDCSu6vj6wreGoO4aTPELESFu+0ov+bxpzr0I7LulNsd0/o832Vdt+RJWG87C77PvTqPMZFr3+BVolQz9+5jKPiJEmD4/8ZJY/naZOMdKyQlSBLcKKro8PzDeG0zR8jLTZtbJGg7eJHCFSfJDxtNZl17thpTqgK42x6O8f7foqrfy+IEaaTtumGGkG8XJhK7d3RhnRsECCnKLbwBhpibf+YCrewnfZ1ughPrnlK9vPx2Siv1gWTZHJO6vsZq/VjBhgO9Ok94tl1AbT5W1qgxhpTrzy07AYaUm8RnuAOXgiLfcDix0jLTmZtjije3HfYMMpi414mMasJhUKkCp7R8ZASYnTnjT9S7Wf7jpgwOxBbjBtxSgLik/bQIy0bJofI63yUVSDqGAircIYTqKTX21ZgIejBK+MCboD6JySMn6V6s6EmWtbUs1lfyyxZrK/XD59p4L+tbwhNX8GK9eHCkTXUEUMp5LofxI23Ebg/FmS9EzsIe2+yGI7jahffsPI4Sm7FoZ0FW0sXRaIkabw6Tvx+pe0cksdRbWLCkXXUGKMtDSzkZyhznojHzaT26dbdiVMB46/T/tdeVZbh3hxIayIc5HIaaXuSiNfBuxrHdDUEaQSMdIQI60w2sptyygqCmIIs3p9fV39+PHDOvicxdNwJeRq9aQ/ZrGY9EQayjh6q8lid5qe+VKyWE164rwYayURmrZ1bh/yb6x77c6/yZedl5wsJivRdex79iaiRAZdNv0d30ved10u+3tz2MX2SbNBlWtT/1lsnon7+e7Eo22Eaj9MZrp0HaYqZLv92PXIX9nPwi8/+9P45mfHtfbkJ91efdIYTNpD2rzqYwXbzRsFm5jXCm39HruiF/uk2cDWjFxa5ox9hhhpAMSiBu4FUBqzkQrFs2OZnAEx0gCIB0S3hRgf7ZFc/O9YksUL6eXSJMRIAyAWcC8AAEBEYOkCAEBEILoAABARiC4AAEQEogsAABGB6AIAQEQgugAAEBGILgAARASiCwAAEYHoAgBARCC6AAAQEYguAABEBKILAAARgegCAEBEILoAABARiC4AAEQEogsAABGB6AIAQEQgugAAEBGILgAARASiCwAAEYHoAgBARCC6AAAQEYguAABEBKILAAARgegCAEBEILoAABARiC4AAEQEogsAABGB6AIAQEQgugAAEBGILgAARASiCwAA0SD6P9OSescabZyrAAAAAElFTkSuQmCC)

1. Explain why is is possible to have more than one constructor with the same name and different arguments.

Program:

Default Constructor:  
public Fish() {

this.typeOfFish = "Unknown";

this.friendliness = 3;

}

Parameterized Constructor:

public Fish(String typeOfFish, int friendliness) {

this.typeOfFish = typeOfFish;

this.friendliness = friendliness;

}

Additional Parameterized Constructor:

public Fish(String t, int f) {

this.typeOfFish = t;

this.friendliness = f;

}

5.Create a method inside the class Fish called getFriendliness(), which takes in no arguments and returns the friendliness level of the fish.

Program:

package nnn;

public class Fish {

private String typeOfFish;

private int friendliness;

public Fish() {

this.typeOfFish = "Unknown";

this.friendliness = 3;

}

public Fish(String typeOfFish, int friendliness) {

this.typeOfFish = typeOfFish;

this.friendliness = friendliness;

}

public Fish(String t, int f) {

this.typeOfFish = t;

this.friendliness = f;

}

public String getTypeOfFish() {

return typeOfFish;

}

public void setTypeOfFish(String typeOfFish) {

this.typeOfFish = typeOfFish;

}

public int getFriendliness() {

return friendliness;

}

public void setFriendliness(int friendliness) {

this.friendliness = friendliness;

}

public int getFriendlinessLevel() {

return friendliness;

}

public static void main(String[] args) {

Fish fish1 = new Fish();

Fish fish2 = new Fish("Betta", 5);

Fish fish3 = new Fish("Guppy", 7);

System.*out*.println("Fish 1 Friendliness: " + fish1.getFriendlinessLevel());

System.*out*.println("Fish 2 Friendliness: " + fish2.getFriendlinessLevel());

System.*out*.println("Fish 3 Friendliness: " + fish3.getFriendlinessLevel());

}

}

Output:
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6. Write a segment of code that initializes 2 new fish as defined below:

a. Fish 1: Name – Amber, Type – AngelFish, Friendliness level – 5 (very friendly)

b. Fish 2: Name – James, Type – Guppy, Friendliness level – 3 (neutral)

Program:

package nnn;

public class Fish {

private String typeOfFish;

private int friendliness;

public Fish() {

this.typeOfFish = "Unknown";

this.friendliness = 3;

}

public Fish(String typeOfFish, int friendliness) {

this.typeOfFish = typeOfFish;

this.friendliness = friendliness;

}

public Fish(String t, int f) {

this.typeOfFish = t;

this.friendliness = f;

}

public String getTypeOfFish() {

return typeOfFish;

}

public void setTypeOfFish(String typeOfFish) {

this.typeOfFish = typeOfFish;

}

public int getFriendliness() {

return friendliness;

}

public void setFriendliness(int friendliness) {

this.friendliness = friendliness;

}

public int getFriendlinessLevel() {

return friendliness;

}

public static void main(String[] args) {

Fish fish1 = new Fish("AngelFish", 5);

Fish fish2 = new Fish("Guppy", 3);

System.*out*.println("Fish 1: Type – " + fish1.getTypeOfFish() + ", Friendliness level – " + fish1.getFriendlinessLevel());

System.*out*.println("Fish 2: Type – " + fish2.getTypeOfFish() + ", Friendliness level – " + fish2.getFriendlinessLevel());

}

}

Output:
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7.Create a method nicestFish that takes in two fish as parameters, compares the friendliness level of two fish, and returns the fish with the higher friendliness. Test this method with the fish defined in problem 6. (Friendliness scale: 1 mean, 2 not friendly, 3 neutral, 4 friendly, 5 very friendly) Hint: fishName.getFriendliness() gives you the integer number of the friendliness of fishName. You have already created getFriendliness() in problem 5.

Program:

package nnn;

public class Fish {

private String typeOfFish;

private int friendliness;

public Fish() {

this.typeOfFish = "Unknown";

this.friendliness = 3;

}

public Fish(String typeOfFish, int friendliness) {

this.typeOfFish = typeOfFish;

this.friendliness = friendliness;

}

public Fish(String t, int f) {

this.typeOfFish = t;

this.friendliness = f;

}

public String getTypeOfFish() {

return typeOfFish;

}

public void setTypeOfFish(String typeOfFish) {

this.typeOfFish = typeOfFish;

}

public int getFriendliness() {

return friendliness;

}

public void setFriendliness(int friendliness) {

this.friendliness = friendliness;

}

public int getFriendlinessLevel() {

return friendliness;

}

public static Fish nicestFish(Fish fish1, Fish fish2) {

if (fish1.getFriendlinessLevel() > fish2.getFriendlinessLevel()) {

return fish1;

} else {

return fish2;

}

}

public static void main(String[] args) {

Fish fish1 = new Fish("AngelFish", 5);

Fish fish2 = new Fish("Guppy", 3);

Fish nicerFish = Fish.*nicestFish*(fish1, fish2);

System.*out*.println("The nicest fish is of type – " + nicerFish.getTypeOfFish() + " with a friendliness level of – " + nicerFish.getFriendlinessLevel());

}

}

Output:

![](data:image/png;base64,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)

8. Modify the method nicestFish() to take be a variable argument method that takes in a variable number of fish and returns the nicest fish out of the fish it is given. Hint: Inside of the method, create a new fish called temp. Set temp equal to the first fish passed into the method. Use a for loop to go through all the fish passed into the method and if you discover a fish that is more friendly than temp, set temp equal to that fish. After the for loop is complete, temp should be the friendliest fish. Return temp.

Program:

package nnn;

public class Fish {

private String typeOfFish;

private int friendliness;

public Fish() {

this.typeOfFish = "Unknown";

this.friendliness = 3;

}

public Fish(String typeOfFish, int friendliness) {

this.typeOfFish = typeOfFish;

this.friendliness = friendliness;

}

public Fish(String t, int f) {

this.typeOfFish = t;

this.friendliness = f;

}

public String getTypeOfFish() {

return typeOfFish;

}

public void setTypeOfFish(String typeOfFish) {

this.typeOfFish = typeOfFish;

}

public int getFriendliness() {

return friendliness;

}

public void setFriendliness(int friendliness) {

this.friendliness = friendliness;

}

public int getFriendlinessLevel() {

return friendliness;

}

public static Fish nicestFish(Fish... fishArray) {

if (fishArray == null || fishArray.length == 0) {

throw new IllegalArgumentException("No fish provided");

}

Fish temp = fishArray[0];

for (Fish fish : fishArray) {

if (fish.getFriendlinessLevel() > temp.getFriendlinessLevel()) {

temp = fish;

}

}

return temp;

}

public static void main(String[] args) {

Fish fish1 = new Fish("AngelFish", 5);

Fish fish2 = new Fish("Guppy", 3);

Fish fish3 = new Fish("Betta", 4);

Fish nicest = Fish.*nicestFish*(fish1, fish2, fish3);

System.*out*.println("The nicest fish is of type – " + nicest.getTypeOfFish() + " with a friendliness level of – " + nicest.getFriendlinessLevel());

}

}

Output:

![](data:image/png;base64,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)

9. Test your method nicestFish() with the fish described in problem 6. Which fish is returned?

Program:

package nnn;

public class Fish {

private String typeOfFish;

private int friendliness;

public Fish() {

this.typeOfFish = "Unknown";

this.friendliness = 3;

}

public Fish(String typeOfFish, int friendliness) {

this.typeOfFish = typeOfFish;

this.friendliness = friendliness;

}

public Fish(String t, int f) {

this.typeOfFish = t;

this.friendliness = f;

}

public String getTypeOfFish() {

return typeOfFish;

}

public void setTypeOfFish(String typeOfFish) {

this.typeOfFish = typeOfFish;

}

public int getFriendliness() {

return friendliness;

}

public void setFriendliness(int friendliness) {

this.friendliness = friendliness;

}

public int getFriendlinessLevel() {

return friendliness;

}

public static Fish nicestFish(Fish... fishArray) {

if (fishArray == null || fishArray.length == 0) {

throw new IllegalArgumentException("No fish provided");

}

Fish temp = fishArray[0];

for (Fish fish : fishArray) {

if (fish.getFriendlinessLevel() > temp.getFriendlinessLevel()) {

temp = fish;

}

}

return temp;

}

public static void main(String[] args) {

Fish fish1 = new Fish("AngelFish", 6);

Fish fish2 = new Fish("Guppy", 3);

Fish nicest = Fish.*nicestFish*(fish1, fish2);

System.*out*.println("The nicest fish is of type – " + nicest.getTypeOfFish() + " with a friendliness level of – " + nicest.getFriendlinessLevel());

}

}

Output:

![](data:image/png;base64,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)

10. Determine the best access modifier for each of the following situations: a. A class Employee records the name, address, salary, and phone number.

Program:

public class Employee {

private String name;

private String address;

private double salary;

private String phoneNumber;

public Employee(String name, String address, double salary, String phoneNumber) {

this.name = name;

this.address = address;

this.salary = salary;

this.phoneNumber = phoneNumber;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public String getAddress() {

return address;

}

public void setAddress(String address) {

this.address = address;

}

public double getSalary() {

return salary;

}

public void setSalary(double salary) {

this.salary = salary;

}

public String getPhoneNumber() {

return phoneNumber;

}

public void setPhoneNumber(String phoneNumber) {

this.phoneNumber = phoneNumber;

}

}

b. An adding method inside of a class BasicMath that is also used in the Algebra class.

Program:

public class BasicMath {

public static int add(int a, int b) {

return a + b;

}

}